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Idea: Construct CFG $G$ that generates all strings $M$ accepts

- $G$ generates strings that cause $M$ to go from start state to an accept state
- We build something stronger:

For each pair of states $p, q \in M, G$ has a variable $A_{p q}$ such that

- $A_{p q}$ generates all strings that take $M$ from state $p$ (with an empty stack) to state $q$ (with an empty stack)
Observations:
- Strings generated by $A_{p q}$ take $M$ from $p$ to $q$ without modifying the stack
- Thus, $A_{q_{0} q_{\text {accept }}}$ generates all strings $w \in L(M)$
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## Consider $x$ taking $M$ from $p$ to $q$ with empty stack

－M＇s first move on $x$ must be a push－nothing to pop
－M＇s last move on $x$ must be a pop－need empty stack Two possibilities：
－Symbol popped in last step same symbol pushed in first step
－In this case，stack is only empty at beginning and end
－Add rule $A_{p q} \rightarrow a A_{r s} b:$
－Symbol popped in last step not same symbol pushed in first step
－Symbol pushed in first step，must be popped before the end，so stack becomes empty at some middle state $r$
－Add rule $A_{p q} \rightarrow A_{p r} A_{r q}$
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## Question

Are all languages context-free?
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- So, we need to find such an $s$ and prove that for any way to partition it, it cannot be pumped
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## Example 2

Consider $L=\left\{w w \mid w \in\{0,1\}^{*}\right\}$, prove $L$ is not CFL
Proof:
(1) Assume $L$ is CFL, and let $p$ be the pumping length
(2) Try 1: Choose $s=0^{p} 10^{p} 1 \in L$
(3) Try 2: Choose $s=0^{p} 1^{p} 0^{p} 1^{p} \in L$
(9) Consider all possible cases for $v x y(|v x y| \leq p)$

- $v x y$ does not contain the midpoint of $s$
- $v x y$ is left of center - pumping moves a 1 into first character of right half
- $v x y$ is left of center - pumping moves a 0 into last character of left half
- vxy does contain the midpoint of $s$ - pumping makes this not match unpumped parts
(6) Contradiction - Hence $L$ is not CFL


## Exam 1

- This is the end of the material for exam 1
- Next week, review

